The present invention provides for an icon with an additional level of functionality that allows a user to validate that current information (e.g., a web page) originates from the true owner of the icon and is not merely a copy. The method includes a user requesting a web page from a web site using a web browser. The web server receives the request, retrieves the web page and forwards it to an authentication server. The authentication server inserts an authenticity key into the web page, then the page (including the authenticity key) is returned to the user. If the page includes an authenticity key, the authenticity is verified at the user's computer because the user computer includes logic (e.g., software) to verify authenticity. During the user configuration process, the user defines an authenticity stamp which determines the format of an authenticated page.
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FIELD OF THE INVENTION

The present invention relates generally to computer security, and more particularly, to systems and methods for authenticating a web page.

BACKGROUND OF THE INVENTION

Web pages often include icons, such as, corporate logos, patterns, characters, symbols or other indicators, that a user associates with a particular offering in the real world. A trust or good will is often associated with the recognition of a given set of icons. These icons are implemented, for example, as bitmaps, but unfortunately, these bitmaps can be copied and used to defraud a prospective customer. Additionally, customers rely on the accuracy of a URL of a web page. However, it is relatively easy for a “fraudster” to register a URL that is like the one the user is expecting, but is not quite the same. For example, “www.bigbank.com” vs. “www.bigbank.com” (with an “I” instead of an “i”). Thus, a user may retrieve an unwanted webpage that appears authentic. Therefore, the user may not always be confident that the web page being viewed is authentic and the true owner of a web page may be uncertain.

In addition to a user’s lack of confidence in the true owner of a web page, there currently exists a problem (either real or perceived) in the transport of UserIds/Passwords across the Internet. While most sites provide security, for example by using a secure protocol such as Secure Hypertext Transfer Protocol (HTTPS) for sensitive data, most consumers are complacent about checking for this security. Thus, a need exists for a system and method that allow a page to be authenticated so that a user feels secure in the authenticity of pages displayed from Internet sites.

SUMMARY OF THE INVENTION

In exemplary embodiments of the invention, a user requests a web page from a web site using a web browser. The web server receives the request, retrieves the web page and forwards it to an authentication server. The authentication server inserts an authenticity key into the web page, then the page (including the authenticity key) is returned to the user. If the page includes an authenticity key, the authenticity is verified at the user’s computer because the user computer includes logic (e.g., software) to verify the authenticity.

In exemplary embodiments, the authenticity verification software is a browser plug-in and is configured by the user after it is downloaded to the user’s computer. During the user configuration process, the user defines an authentication stamp which determines the format of an authenticated page. In alternative embodiments, the user defines a non-authenticity stamp which will appear on non-authenticated pages.
number of variations of an authenticity stamp are possible. A user can configure the stamp to be graphics only, text only or a combination thereof. The user also specifies the color and other attributes of the stamp, for example, a blinking stamp. The user also specifies the location of the stamp, for example, bottom right corner of the web page, pop-up dialog box, etc. In exemplary embodiments, the authenticity stamp can be audio instead of or in addition to visual. In alternative embodiments, a non-authenticated page is stamped and an authenticated page is not stamped. For example, the stamp is configured to be a red, flashing icon that reads “PAGE NOT AUTHENTICATED” in the upper right-hand corner, while a page that is authenticated does not include this stamp. In alternative examples, the user can define both an authenticity stamp and a non-authenticity stamp.

FIG. 3 illustrates an alternative embodiment wherein each graphical image includes an embedded authenticity stamp 62A and 62B. In the example illustrated in FIG. 3, each graphical element has an authenticity stamp containing the text “A-OKAY” embedded in the graphical image. In exemplary embodiments, the authenticity stamp is defined by the user. In other embodiments, the authenticity stamp is defined by the owner of the page being displayed (e.g., the web server). In such embodiments, the stamp can include the name of the trusted entity (i.e., the true owner of the page).

FIG. 4 is a block diagram of an exemplary environment 100 suitable for implementing the present invention. The system 100 includes one or more clients (e.g., users) 110 that communicate with one or more servers (e.g., web servers) 120. The users 110 can use any type of computing device that includes a display device, for example, a Personal Computer. It will be appreciated that other computing devices can be used, for example, a Personal Digital Assistant (PDA), a hand-held computing device, a cellular telephone, etc. The web server can be any site, for example, a commercial web site, such as a merchant site, a government site, an educational site, etc. The user 110 establishes a connection to the web server 120 via a network 130, such as the Internet. The user 110 and web server 120 can communicate using a secure protocol (e.g., HTTPS) or a non-secure protocol (e.g., HTTP). The user 110 requests information from the web server 120, and in exemplary embodiments, the information is communicated using web pages, for example using HyperText Markup Language (HTML). The web pages are displayed on the user’s computer 110, for example, using a browser, such as, Netscape Communicator available from the Netscape Corporation of Mountain View, Calif. or Internet Explorer available from the Microsoft Corporation of Redmond, Wash. Prior to sending the requested web page to user 110, web server 120 submits the information to authentication server 140 where authenticating information is added. The information which includes the authenticating information is returned to the web server 120 which then sends the web page including the authentication information to the user 110.

In various exemplary embodiments, the authentication server 140 communicates with a security engine 150, for example to verify UserID/Password logons or single use passwords or identifiers. In exemplary embodiments, the security engine 150 is a commercially available security engine, such as, Siteminder available from Netegrity Corporation, of Waltham, Mass.

The examples illustrated and described herein are directed to exemplary embodiments in which a user utilizes a web browser to request web pages from a web server. However, it will be appreciated that various embodiments are possible wherein a client (e.g., web browser) requests content (e.g., a web page) from a server (e.g., a web server). The present invention allows the server to provide the client with assurance as to the authenticity of the content (e.g., assure the client as to the true owner of the content).

FIG. 5 is a message sequence diagram illustrating exemplary communications among various components to assure a user of the authenticity of a page. User 110 includes a web browser 112 and a plug-in 114. A user requests a page 180, but the user (e.g., user computer) 110 has no knowledge that the page requested is “special” (e.g., is subject to page authentication). Thus, the page request 180 is a normal page request (e.g., a HTTP or HTTPS request for a page).

The web server 120 receiving the page request 180 determines whether the request is for an authenticated page. If the page is to be authenticated, the page is dynamically signed with a private key and additional information, such as a salt with a time stamp is also included as described in further detail later. The signed page is returned with a special authenticated page MIME type and returned to the web browser 112. Based on the MIME type, the web browser activates the appropriate plug-in 114.

The plug-in 114 uses a public key to verify the signature, and upon verification of the signature, the plug-in can validate the authenticity of the page. The plug-in 114 requests the user’s preferences key 186 so that the page can be displayed with an authenticity stamp. In example embodiments, the request for preferences key includes a shared secret and is encrypted with the public key and salt. Upon receipt of the request for preferences key 186, the web server 120 decrypts the request using the private key, validates the shared secret and encrypts the preferences key with the private key, shared secret and salt from the request 186. The encrypted preferences key is then returned to the plug-in 114.

The plug-in 114 reads the preferences file and decrypts it using the preferences key from the web server 120. In exemplary embodiments, the preferences file is stored on the user’s 110 file system. However, the location of the file is not readily known to the plug-in 114. Thus, the plug-in 114 must get the preferences key to determine the location of the preferences file. The plug-in 114 reads the preferences file to determine the authenticity stamp and how it is to be displayed. The page is then displayed with the user’s preferred authenticity stamp 190.

FIGS. 6A-10 illustrate exemplary logic for performing page authentication in accordance with the present invention. The flow diagrams illustrate in further detail the logic illustrated in the message sequence diagram of FIG. 5. In addition to authenticating a page, the present invention provides for additional security wherein a UserID/Password are encrypted with the public key to prevent "man in the middle" attacks. FIGS. 6A-8 illustrate exemplary logic performed by a user computer 110 as described below. FIG. 9 illustrates exemplary logic performed by an authentication server 140 as described below. It will be appreciated that various configurations are possible. For example, the logic of the authentication server 140 can be combined with the logic of the web server 120.

FIGS. 6A and 6B are a flow diagram illustrating exemplary logic performed by a user 110 for performing authentication in accordance with the present invention. The logic described herein is directed to web pages, however it will be appreciated that the information requested can be of various formats. The logic of FIG. 6A moves from a start block to block 200 to wait for a page request. It will be appreciated that a page request is known in the art, for example, a user enters a Uniform Resource Locator (URL) or clicks on a hyperlink. The logic
then moves to block 201 where a received page request is sent to a web server 120 to retrieve the requested page. The logic then moves to block 202 where the user (e.g., the user’s browser) waits for the requested page. The logic of retrieving and formatting the requested page is described below with reference to FIG. 9 and 10. When the requested page is received, the logic moves to block 204 where the page is read.

After a page is read, the logic moves to decision block 205 where a test is made to determine if a UserID/Password is required. It will be appreciated that a UserID/Password may be required for both pages requiring authentication and pages not requiring authentication. If a UserID/Password is required, the logic moves to block 206 where a UserID/Password is obtained. If a UserID/Password is required, a suitable logon screen is displayed on the user’s computer. The UserID/Password entry display can be of varying formats, for example, a web page or a pop-up dialog box. Upon entry of a UserID/Password, the user indicates completion (for example, by pressing an “OK” or “Submit” button). Upon completion of the logon, the logic moves to block 207 where the UserID/Password is encrypted to prevent man in the middle attacks. The logic then moves to block 208 where the encrypted UserID/Password is sent to the web server.

If a UserID/Password is not required, the logic moves to decision block 209 (FIG. 6B) where a test is made to determine if authentication is required. In exemplary embodiments, an authenticity key will be hidden in any page that should be authenticated. In order to determine if the page should be authenticated, the page source is read to determine if an authenticity key is included in the page. If authentication is not required, the logic moves to block 210 where the non-authenticated page is displayed. A non-authenticated page is a traditional web page (i.e., the way the web page would be displayed without the authentication of the present invention, such as the example shown in FIG. 1) and does not require any additional security or encryption. The authenticity stamp is defined by the user. This authenticity stamp will be displayed whenever an authenticated page is loaded. The stamp can take several forms, for example, a user-selected keyword, color, etc. Preferably, the determination of the look of the authenticity stamp is under complete control of the user. Preferably, the user is also able to determine where the stamp will be displayed, for example, in a separate pop-up box or in a selected area of the web page. By requiring the user to configure the visual qualities of the stamp, the possibility of a counterfeit stamp being displayed is reduced. The user will expect to see his or her stamp and will begin to associate the stamp with security. It will be appreciated that while the stamp is defined in terms of visual qualities herein, embodiments of the invention can include defining the stamp in other ways, for example, by an audio indication specified by the user. After the authentication module has been configured, the logic of FIG. 7 ends and processing returns to FIG. 6B.

Returning to FIG. 6B, after the authentication module is loaded (block 216), or if it has been determined that the authentication module is already loaded (yes in decision block 211), the logic moves to block 212 to verify the authenticity of the page and display the page, as shown in detail in FIG. 8 and described next.

FIG. 8 illustrates exemplary logic for verifying the authenticity of a page and displaying the page. The logic of FIG. 8 moves from a start block to block 400 where the authenticity of the page is verified. Many algorithms can be used to verify the authenticity. For example, the trusted server that generates the authenticity key can encrypt the authenticity key with a private key. The user can then decrypt the authenticity key using a public key. Using this method, no certificate is required and no interaction is required by the user. Other algorithms can be used, some of which may require a certificate and/or user interaction. Unless the page contains confidential information, the authentication of pages should not require any additional security or encryption. The authentication of a page can be employed on any page, for example, marketing data, purchase information, etc., to prove the page’s authenticity. In general, authentication of pages will not require additional security or encryption. However, if additional security is desired, page authentication performed in accordance with the present invention can be used in combination with other known or future security measures, for example, in conjunction with a secure protocol, such as HTTPS, along with the requirement for a UserID and a password, etc. If the authentication is successful (yes in decision block 402), the logic moves to block 404 where the page is displayed with the authenticity stamp as defined by the user during the configuration process described above. If the authentication fails (no in decision block 402), the logic moves to block 406 where the unsuccessfully authenticated page is displayed. In exemplary embodiments, an indication of the authentication failure is provided, for example a warning message may be displayed. For example, a flashing error message, such as “PAGE NOT AUTHENTICATED” can be displayed in the location where the authenticity stamp would normally be displayed. After the page is displayed (either as an authenticated page in block 404 or as an unsuccessfully authenticated page in block 406), the logic of FIG. 8 ends and processing returns to FIG. 6B.

Returning to FIG. 6B, after a page has been displayed (block 210, 212 or 218) or a UserID/Password request has been processed, the logic moves to decision block 220 (FIG. 6A) where a test is made to determine if it is time to exit. For example, if the user selects an “Exit” option form a web browser menu, it is time to exit. If it is not time to exit, the
logic returns to block 200 to wait for the user’s next page request. The logic of blocks 200-220 is repeated until it is time to exit. It will be appreciated that in alternative embodiments of the invention requests other than those shown and described herein may also be processed. When it is time to exit, the logic of FIG. 6A ends.

FIG. 9 is a flow diagram illustrating exemplary logic performed by a web server 120 for performing authentication in accordance with the present invention. The logic of FIG. 9 moves from a start block to block 500 where the web server waits for a request. In exemplary embodiments, while the web server is waiting for a request other requests continue to be serviced (e.g., receiving and processing page requests). When a request is received, the logic moves to decision block 501 where a test is made to determine if the request is a request for validation of a UserID/Password. If so, the logic moves to block 502 where the received UserID/Password (sent in block 108 of FIG. 6A) is forwarded to the authentication server 140. If the request is not a request for verification of a UserID/Password, the logic moves to decision block 504 where a test is made to determine if the request is a page request. If so, the logic moves to block 505 where the page request is read. The logic then moves to block 506 where the requested page is retrieved. Next, the logic moves to block 507 where the requested page is forwarded to an authentication server 140. The logic then moves to block 508 where the web server waits for the authenticated page to be returned from the authentication server. In exemplary embodiments, while the web server is waiting for an authenticated page, other processing can be performed, for example, page requests can be received and processed. When an authenticated page is received, the logic moves to block 510 where the authenticated page is returned to the user that requested the page.

If the request is not a request to verify a UserID/Password (no in decision block 501) or a page request (no in decision block 504), the request is another request, which is processed in block 512. Other requests which may be processed by a web server are not described herein. After the request (e.g., request for verification of UserID/Password, page request or other request) has been processed, the logic moves to decision block 514 where a test is made to determine if it is time to exit. The logic of blocks 500-514 is repeated until it is time to exit (e.g., shut down the web server). When it is time to exit, the logic of FIG. 9 ends.

FIG. 10 is a flow diagram illustrating exemplary logic performed by an authentication server 140 for performing authentication in accordance with the present invention. The logic of FIG. 10 moves from a start block to block 600 where the authentication server waits for an authentication request. When an authentication request is received, the logic moves to decision block 601 to determine if the request is a request to decrypt a UserID/Password. If so, the logic moves to block 602 where the UserDI/Password is decrypted. The logic then moves to block 604 where the decrypted UserID/Password is forwarded to a security engine for verification. In exemplary embodiments, the security engine is an existing security engine, such as a DSS Security Engine. The Security Engine verifies the UserID/Password and forwards the verification as appropriate. For example, if the UserID is not valid, a message will be displayed on the user’s computer. Because security engines are known in the art, the logic employed by the security engine is not discussed further herein.

If the request is not a request to decrypt a UserID/Password, the logic moves to decision block 606 where a test is made to determine if the request is an authentication request. If so, the logic moves to block 608 where the authentication server generates an authenticity key. Details for an exemplary authenticity key are described below. The logic of FIG. 10 then moves to block 610 where the authenticity key is inserted into the web page. An exemplary authenticity key is shown in FIG. 12. Next, the logic moves to block 612 where the page which includes the authenticity key is returned to the web server.

While the exemplary embodiments only include processing of requests for encryption/decryption or authenticating a page, it will be appreciated that alternative embodiments may process other requests. After a request is processed (e.g., a UserID/Password is decrypted or a page is authenticated), the logic moves to decision block 616 where a test is made to determine if it is time to exit. The logic of blocks 600-616 is repeated until it is time to exit (e.g., shut down the authentication server). When it is time to exit, the logic of FIG. 10 ends.

In alternative embodiments, there is no authentication server. Rather, graphical images include a hidden identifier identifying the true owner, as well as a cryptographically unique signature to ensure that the graphical image cannot be tampered with by a counterfeit. In various embodiments, the identification is a portion of a URL that is encrypted, such as “bigbank.com.” Those skilled in the art will recognize this as a second-level domain name. Upon receipt of the web page, the authentication module residing on the user’s computer compares the identification in the page with the URL from which the web page was fetched. If the identification matches, the web page was served by its true owner. If the identifications do not match, the user is provided with an indication that the URL is not the true owner of the graphical images. For example, a “counterfeit” site may look just like the site that it was intended to look like because the counterfeit site can copy the page, including the graphical images. However, if the graphical images include a hidden identifier, the user can be notified that the page is “counterfeit.”

An exemplary authenticity key is constructed in a way that “freshness” can be determined, for example using the date/time stamp. The authenticity key will also include other identifying information as described later. An exemplary authenticity key contains one or more hidden signature objects. In exemplary embodiments, the hidden signature object is a value that is the encoding of the following fields: web page hash, action, date/time, key identifier and digital signature. In exemplary embodiments, the web page hash is generating using SHA-1 on the entire web page excluding this hidden signature object. The Secure Hash Algorithm (SHA) was developed by the National Institute of Standards and Technology (NIST) and is specified in the Secure Hash Standard (SHS, FIPS 180). SHA-1 is a revision to SHA that was published in 1994. SHA-1 is also described in the ANSI X9.30 (part 2) standard. The algorithm takes a message of greater than 264 bits in length and produces a 160-bit message digest.

The action is a value used to specify the action to be performed by the browser plug-in that verifies this page. Preferably, if the user computer does not have the browser plug-in installed, the user will be informed of the required plug-in. Preferably, the user can elect to download the plug-in at the time the web page is received, in which case the web page can be displayed immediately after installing the plug-in. In exemplary embodiments if the user elects not to install the plug-in, the web page is displayed and the user is provided with an indication (e.g., a warning message displayed in a pop-up window) that the page was not authenticated. Actions are specified in a bit-wise manner so that multiple actions can be specified. For example, the action value may be defined to both display the security object (e.g., to display a bitmapped image) and to request a secure login.
The date/time field is used to specify the current date and time that the web page was delivered from the web server. This value is used by the browser plug-in to verify that the page is “fresh” (e.g., is not being replayed by a rogue site). The present invention may include a synchronization feature which allows the user’s computer to synchronize its internal clock with atomic clocks available over the Internet. This would provide additional security by allowing a more precise verification of the date/time stamp.

The key identifier is used to identify the public key used to verify the signature. In exemplary embodiments, a digital signature is used as a salt value concatenated with an SHA-1 hash of the other four fields (web page hash, action, date/time and key identifier) that has been encrypted using the private key of the web page server. A “salt value” is an arbitrary random value that constantly changes in order to minimize the possibility of various attacks.

In exemplary embodiments of the present invention, four keys are used in the web page authentication process: a private key, a public key, a master encryption key and a preferences encryption key. A private key (of the web page server) is used to create the “digital signature” within the web page signature. A digital signature is generally defined to include a certificate. For the purposes of the present invention, exemplary embodiments do not include a certificate. It will be appreciated that various embodiments can include a certificate in the digital signature. The private key is only distributed to applications requiring its use. A public key is buried in multiple pieces throughout the browser plug-in. The public key is used to verify the Digital Signature within the web Page signature. Although the public key itself can be distributed, its storage location should remain as obscure as possible to reduce the possibility of attacks. The master encryption key is also buried in multiple places in the browser plug-in. The master encryption key is used to encrypt the preferences encryption key that is stored on the user’s computer. The preferences encryption key that is stored on the user’s computer is used to encrypt preferences (e.g., user configuration information, such as appearance and location of authenticity stamp) that are stored on the user’s computer.

When the action indicates a Login, the browser plug-in displays a user ID and password request on the user’s computer along with the secure word that will authenticate the UserID and Password request. These two values will be prefixed with the salt value and date/time information from the web page signature and encrypted using the public key. This information will then be sent by the plug-in performing the Submit. Preferably, the Submit explicitly references the URL to which the information is to be sent. This will allow the information only to be sent to the destination that was previously signed within the web page signature.

The preferences file is used to store information, such as a user’s secure word. Preferably, the preferences file is placed in a random directory to help obscure the location of the preference file and facilitate the creation of unique user configurations. This increases the difficulty in creating a general purpose rogue program for extracting preferences and keys.

In exemplary embodiments, new keys are implemented through redistribution of the browser plug-in. The new plug-in can contain both the old and new keys to facilitate implementation of the new keys on a particular date.

In exemplary embodiments of the invention, the authentication module may contain a list of all known UserIDs. The list of known UserIDs can be displayed so that the user can select a desired UserID. Upon selection of a UserID, the user is prompted to enter a password. The UserID and password are encrypted with the use of the public key to authenticate the authenticity key. The entire string (e.g., [UserID][Password] [original salt value]) is sent to the trusted server for verification. The trusted server then extracts the UserID and password and forwards them to the authentication server for verification.

Exemplary embodiments allow a user to check the validity of their authentication module. A server allows the authentication module to send a request for self-verification. In various embodiments, the validation is performed in response to a user request. In exemplary embodiments, the authentication module includes a suitable user interface which allows a user to request self-verification. The authentication module generates a random number (“salt”) and encrypts it with the public key. The value is then sent to a known URL (e.g., a URL that is hard-coded in the authentication module). When the authentication module receives the request, it is decrypted using the private key and adding an additional salt value which is then returned to the client module (user). The client module decrypts the response received from the authentication module. The random values are then compared (without the additional salt added by the authentication module). If the value matches the value originally sent, the self-verification is successful. A verification result is displayed to the user to indicate whether the verification was successful.

The present invention may be described herein in terms of functional block components, screen shots, optional selections and various processing steps. It should be appreciated that such functional blocks may be realized by any number of hardware and/or software components configured to perform the specified functions. For example, the present invention may employ various integrated circuit components, e.g., memory elements, processing elements, logic elements, look-up tables, and the like, which may carry out a variety of functions under the control of one or more microprocessors or other control devices. Similarly, the software elements of the present invention may be implemented with any programming or scripting language such as C, C++, Java, COBOL, assembler, PERL, or the like, with the various algorithms being implemented with any combination of data structures, objects, processes, routines or other programming elements. Further, it should be noted that the present invention may employ any number of conventional techniques for data transmission, signaling, data processing, network control, and the like. For a basic introduction of cryptography, please review a text written by Bruce Schneider which is entitled “Applied Cryptography: Protocols, Algorithms, And Source Code In C,” published by John Wiley & Sons (second edition, 1996), which is hereby incorporated by reference.

It should be appreciated that the particular implementations shown and described herein are illustrative of the invention and its best mode and are not intended to otherwise limit the scope of the present invention in any way. Indeed, for the sake of brevity, conventional data networking, application development and other functional aspects of the systems (and components of the individual operating components of the systems) may not be described in detail herein. Furthermore, the connecting lines shown in the various figures contained herein are intended to represent exemplary functional relationships and/or physical couplings between the various elements. It should be noted that many alternative or additional functional relationships or physical connections may be present in a practical electronic transaction system.

To simplify the description of the exemplary embodiments, the invention is frequently described as pertaining to an authentication system. It will be appreciated, however, that many applications of the present invention could be formulated. One skilled in the art will appreciate that the network...
may include any system for exchanging data or transacting business, such as the Internet, an intranet, an extranet, WAN, LAN, satellite communications, and/or the like. The users may interact with the system via any input device such as a keyboard, mouse, kiosk, personal digital assistant, handheld computer (e.g., Palm Pilot®), cellular phone and/or the like. Similarly, the invention could be used in conjunction with any type of personal computer, network computer, workstation, minicomputer, mainframe, or the like running any operating system such as any version of Windows, Windows NT, Windows2000, Windows 98, Windows 95, MacOS, OS/2, BeOS, Linux, UNIX, or the like. Moreover, although the invention is frequently described herein as being implemented with TCP/IP communications protocols, it will be readily understood that the invention could also be implemented using IPX, AppleTalk, IP-6, NetBIOS, OSI or any number of existing or future protocols. Moreover, while the exemplary embodiment will be described as an authentication system, the system contemplates the use, sale or distribution of any goods, services or information over any network having similar functionality described herein.

The customer and merchant may represent individual people, entities, or business. The bank may represent other types of card issuing institutions, such as credit card companies, card sponsoring companies, or third party issuers under contract with financial institutions. It is further noted that other participants may be involved in some phases of the transaction, such as an intermediary settlement institution, but these participants are not shown.

Each participant is equipped with a computing system to facilitate online commerce transactions. The customer has a computing unit in the form of a personal computer, although other types of computing units may be used including laptops, notebooks, hand held computers, set-top boxes, and the like. The merchant has a computing unit implemented in the form of a computer-server, although other implementations are possible. The bank has a computing center shown as a mainframe computer. However, the bank computing center may be implemented in other forms, such as a mini-computer, a PC server, a network set of computers, and the like.

The computing units are connected with each other via a data communication network. The network is a public network and assumed to be insecure and open to eavesdroppers. In the illustrated implementation, the network is embodied as the Internet. In this context, the computers may or may not be connected to the Internet at all times. For instance, the customer computer may employ a modem to occasionally connect to the Internet, whereas the bank computing center might maintain a permanent connection to the Internet. It is noted that the network may be implemented as other types of networks, such as an interactive television (ITV) network.

Any merchant computer and bank computer are interconnected via a second network, referred to as a payment network. The payment network represents existing proprietary networks that presently accommodate transactions for credit cards, debit cards, and other types of financial/banking cards. The payment network is a closed network that is assumed to be secure from eavesdroppers. Examples of the payment network include the American Express®, VisaNet® and the Veriphone® network. In an exemplary embodiment, the electronic commerce system is implemented at the customer and issuing bank. In an exemplary implementation, the electronic commerce system is implemented as computer software modules loaded onto the customer computer and the banking computing center. The merchant computer does not require any additional software to participate in the online commerce transactions supported by the online commerce system.

The corresponding structures, materials, acts and equivalents of all elements in the claims below are intended to include any structure, material or acts for performing the functions in combination with other claimed elements as specifically claimed. The scope of the invention should be determined by the allowed claims and their legal equivalents, rather than by the examples given above.

The invention claimed is:
1. A method comprising: transforming, at an authentication host computer, received data by inserting an authenticity key to create formatted data; and returning, from the authentication host computer, the formatted data (i) to enable the authenticity key to be retrieved from the formatted data and (ii) to locate a preferences file wherein an authenticity stamp is retrieved from the preferences file.

2. The method of claim 1, wherein the formatted data is a web page.

3. The method of claim 1, further comprising: reading the formatted data; and verifying authenticity of the formatted data based on the authenticity key in response to the formatted data including the authenticity key.

4. The method of claim 3, further comprising displaying the formatted data in response to the verification of the authenticity key.

5. The method of claim 3, wherein the authenticity stamp is displayed for formatted data that is verified.

6. The method of claim 3, wherein the authenticity stamp is displayed for a graphical image within the formatted data.

7. The method of claim 3, wherein a non-authenticity stamp is displayed for formatted data that is not verified.

8. The method of claim 1, wherein the formatted data is at least one of: a screen display or a Uniform Resource Locator (URL).

9. The method of claim 1, further comprising receiving third party data.

10. The method of claim 1, further transforming received data by inserting a second authenticity key into the received data.

11. The method of claim 1, wherein the authenticity key is received from a third-party.

12. The method of claim 1, further comprising retrieving additional data based on the received data.

13. The method of claim 1, further comprising validating the formatted data based on the authenticity key and, further transforming by inserting a second authenticity key into the formatted data.

14. The method of claim 1, further comprising retrieving an image selection based on a selection from a plurality of images, wherein the plurality of images are only known by a client and a challenge server.

15. The method of claim 14, wherein the image selection is at least one of: a graphic, text, video, or audio.

16. The method of claim 1, wherein the returning includes returning the formatted data to at least one of: a Personal Computer (PC), Personal Digital Assistant (PDA), cellular telephone, or an email device.

17. An authentication system comprising: an authentication processor configured to insert an authenticity key into formatted data to enable authentication of the authenticity key (i) to verify a source of the formatted data and (ii) to retrieve an authenticity stamp from a preferences file.
18. The system of claim 17, wherein the formatted data is displayed on a client.
19. The system of claim 17, wherein the authentication processor is further configured to send the formatted data including the authenticity key to a client.
20. The system of claim 19, wherein authenticity of the formatted data is verified based on the authenticity key.
21. The system of claim 20, wherein the formatted data is displayed with an indication of the authenticity of the formatted data.
22. The system of claim 17, wherein the authentication processor is further configured to receive the formatted data from a third party.
23. The system of claim 17, wherein the authentication processor is further configured to receive the formatted data having the authenticity key and, to insert a second authenticity key into the formatted data.
24. The system of claim 17, wherein the authentication processor is further configured to receive a preferences key from a third party.
25. The system of claim 17, wherein the authentication processor is further configured to receive additional data based the formatted data.
26. The system of claim 17, wherein the authentication processor is further configured to validate the formatted data based on the authenticity key and, to insert a second authenticity key into the formatted data.
27. The system of claim 17, wherein the authentication processor is further configured to receive an image selection that is at least one of: a graphic, text, video, or audio from the source based on a selection from a plurality of images, wherein the plurality of images are only known by a client and a challenge server.
28. The system of claim 17, wherein a client authenticates the authenticity key and the client is at least one of: a Personal Computer (PC), Personal Digital Assistant (PDA), cellular telephone, or an email device.
29. An authentication system comprising:
an authentication processor configured to send formatted data having an authenticity key to a client, wherein the authenticity key enables location of a preferences file, and wherein an authenticity stamp is retrieved from the preferences file.
30. The system of claim 29, wherein at least one of color or positioning of a graphic image within the formatted data is configurable.
31. A computer readable medium having stored thereon a plurality of instructions, the plurality of instructions comprising:
instructions to format received data by inserting an authenticity key to create formatted data; and
instructions to return the formatted data to a client, wherein the authenticity key is retrieved from the formatted data to locate a preferences file, and wherein an authenticity stamp is retrieved from the preferences file.
32. A method comprising:
receiving, at a client computer, formatted data from an authentication host computer wherein the authentication host computer receives the data to create received data, and transforms the received data by inserting an authenticity key to create the formatted data;
retrieving, by the client computer, the authenticity key from the formatted data to locate a preferences file; and,
retrieving an authenticity stamp from the preferences file.

* * * * *